[bookmark: _kq742rscjwh7]Building Apps with many screens

App Inventor makes it easy to add more screens to an app, but you’ll need to be cautious about adding too many screens.   App Inventor’s design makes it expensive in terms of computing resources to have an app with multiple screens, and it is easy to exceed App Inventor’s limitations.   As a rule of thumb, you should not have more than 10 screens in any single app, and App Inventor will warn you when you attempt to exceed this limit.

Before adding additional screens to your app, consider using “virtual” screens created by using vertical or horizontal arrangements on Screen1 and managing their visibility in much the same way you would “switch screens”

“Virtual” Screens
Rather than building an app with actual multiple screens, you can use a single screen and show and hide the buttons (by means of the Visible property) when the screen image changes.  

Here’s an example of an app that has one view that has four buttons, and different view that has a label and an image.    Rather than using two screens, there is a single screen with two  vertical arrangements, which are alternately make visible and hidden.
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All this, of course, comes at the price of increased program complexity in the blocks that handle the view switching -- it’s much simpler to add a new “virtual” screen for each new view and not have to worry about screen switching logic.  You can work this way for any number of “virtual” screens.

Many screens: Proceed with caution
App Inventor will not prevent you from creating an app with more than 10 screens.  But be aware that if you do that, you are in danger of exceeding the processing and memory limitations of most Android devices as well as your browser.   The precise limit depends on several different factors such as the size of your app, the storage taken up by sounds and images, the speed of your network connection, and the configuration of your Web browser.  But as you keep adding screens, you’ll run across one or more of these factors, and the consequences could be very unpleasant.  This could include the Blocks editor running more and more slowly, and the inability of App Inventor to build your project.  In extreme cases, you could exceed the capacity of App Inventor to save or load your project: you would be stuck with no way to view or even fix your project and you’d have to ask for help on the forum, and even the people there might be unable to help.

If you’re building an app with more than 10 screens, save your project (aia file) to your local computer -- not just the App Inventor server -- each time you make a significant change.   It’s a good idea to save the versions of the project under different names, like MyAppV1, MyAppV2, and so on.   That way, if you do run into a problem, you have a history of versions to examine.  Be especially careful if you add a lot of screens to a project at once.  That’s a likely time to run into problems.

Making a series of backups like this is a good idea, not only in the case of multiple screens, but any time you are working on large and complex projects.   There is always a risk of losing your work, and it’s worth the effort to make backups as a precaution.

Designing your apps to limit the number of screens
If it seems that your app requires a large number of screens, you might think about redesigning it to not use so many.   For example, suppose your app has to show several different screen images all with the same functionality but each image having a different background.  One way to code this would be to use a different App Inventor screen for each image, each screen with its own background image.  With that method,  you’d need as many screens as there are images.   But another way to code this is to have only a single screen and change the screen background. 
Similar ideas apply to other kinds of elements:  If each screen image has a label with its own text message, then rather than having multiple screens, each with its own label, you could have a single screen and a single label, and just change label’s text. For example:

DON’T DESIGN YOUR APP LIKE THIS:







SCREEN 1
SCREEN 2
SCREEN 3
SCREEN 4
SCREEN 5
Image
Image
Image
Image
Button1
Button2
Button3
Button4
Designer
Designer
Designer
Designer
Designer
Code Blocks
Code Blocks
Code Blocks
Code Blocks
Code Blocks
When Button1Pressed
openAnotherScreen(Screen2)
When Button2Pressed
openAnotherScreen(Screen3)
When Button3Pressed
openAnotherScreen(Screen4)
When Button4Pressed
openAnotherScreen(Screen5)
set Label.Text to “text for Screen2”
set Image.Picture to “mypic1.png”
set Label.Text to “text for Screen3”
set Image.Picture to “mypic2.png”
set Label.Text to “text for Screen4”
set Image.Picture to “mypic3.png”
set Label.Text to “text for Screen5”
set Image.Picture to “mypic4.png”
Label
Label
Label
Label




INSTEAD DESIGN IT LIKE THIS:



SCREEN 1
SCREEN 2
Image
Button1
Button2
Button3
Button4
Designer
Designer
Code Blocks
Code Blocks
When Button1Pressed:
TinyDB.StoreValue(“text’, “text for Screen2”);
TinyDB.StoreValue(“image’, “mypic1.png”);
openAnotherScreen(Screen2);
When Button2Pressed:
TinyDB.StoreValue(“text’, “text for Screen3”);
TinyDB.StoreValue(“imaget”, “mypic2.png”);
openAnotherScreen(Screen2);
e.t.c,,,
setLabel.Text to 
TinyDB.GetValue(“text”);
set Image.Picture to
TinyDB.GetValue(“image”);
TinyDB
Label


Perhaps someday we’ll make App Inventor smart enough to handle the view switching logic automatically, or increase the power of the system and relax the constraints on numbers of screens.   But for now, please be aware of the limitations on apps with large numbers of screens and be prepared to deal with the limitations.
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SCREEN 1
Code Blocks

to DisplayInfo (LabelText, ImagePicture)
set Label1.Text to LabelText
set Image? Picture to ImagePicture
set VerticalArrangement1 Visible to false
set VerticalArrangement2.Visible to true

when Screen1 Backpressed
set VerticalArrangement1 Visible to true
set VerticalArrangement2.Visible to false

When Paris.Pressed:

call Displaylnfo (*Aerial view of Paris", “paris.jpg")

When Rome.Pressed:

call Displaylnfo (*Aerial view of Rome”, “fome.jpg")

Designer *(uncheck Visible in Designer)

VerticalArrangement1 VerticalArrangement2*

How it works:

VerticalArrangement2's Visible property
is unchecked in the designer initially.

When one of the buttons in
VerticalArrangement1 is touched,
Displaylnfo in called with text for the label
and the image file name.

The Displaylnfo procedure then sets the
Label Text and the Image Picture
properties to the passed values.

The buttons are hidden when
VerticalArrangement! is set to Visible
false, and Label1 and Image1 show
when VerticalArrangement?2 is set to
Visible true.

When the user presses the device's back
button, VerticalArrangement2. Visible is
set to false to hide Label1 and Image1,
and VerticalArangement is set to
Visible true to show the buttons again
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